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ABSTRACT

This paper proposes to drive a group of ducted-fan UAVs in a formation, using Leader-follower strategy for surveillance and scouting. To each UAV the target position is assigned based on the leader UAVs position. The UAVs computes their position commands using the relative position data between the UAVs in order to keep a formation. The results via ardupilot SITL verifies that the UAVs are able to keep a predetermined formation for mission accomplishment. In the flight test, we conducted using the ducted-fan UAV manufactured in-house. The UAV has the stator which is fixed under main rotor to counteract anti-torque. A ducted-fan UAV is equipped with Pixhawk for flight control and a Raspberry Pi3 for UDP communication. The data communication between the ducted-fan UAVs is performed using Dronekit-python.

1 INTRODUCTION

In recent years UAVs have become popular because they are suitable for many applications such as surveillance and scouting. In addition, with the development of communication technology, multiple UAVs can simultaneously perform missions. This operation has a number of advantages: A group of UAVs can acquire more data and occupy a wider area during surveillance and scouting missions than single UAV [1]. In addition, the survival rate is higher than when single UAV is operated in the battlefield. Even if rotary UAVs have been widely studied and operated due to its vertical flight capability, they sometimes experience accidents from high-speed rotor blades.

To overcome this risk, the ducted-fan type UAV is introduced, which has a duct to cover the main rotor. Moreover, a well-designed duct can improve thrust efficiency compared with an open-rotor system. This paper proposes to drive a group of ducted-fan UAVs in a formation, using leader-follower strategy for surveillance and scouting [2]. To each UAV the target position is assigned based on the leader UAVs position. The results via ardupilot SITL verifies that the UAVs are able to keep a predetermined formation for mission accomplishment. In the flight test, we conducted using the ducted-fan UAV manufactured in-house [3]. A ducted-fan UAV is equipped with Pixhawk for flight control and a Raspberry Pi3 for UDP communication [4]. The data communication between the ducted-fan UAVs is performed using Dronekit-python.

This paper is organized as : Section 2 describes the formation flight system. Section 3 discusses the formation flight simulation. Section 4 consist of the flight test configuration and flight test results.

2 FORMATION FLIGHT SYSTEM

2.1 Ducted-fan UAV’s dynamics and controller design

Ducted-fan UAV has an advantage of increasing the thrust efficiency compared to other UAV by equipping a duct. However, unlike the multi-rotor UAV, there is a disadvantage in that it requires to cancel the anti-torque generated by the main rotor. To solve this problem, the ducted-fan UAV compensates for the anti-torque generated by mounting the stator under the rotor [5]. Four vanes located at the end of the duct provide roll, pitch, and yaw control action. The names and effects of each vanes are shown in Figure 1. Equation 1 is ducted-fan UAV’s 6 DOF dynamic model equations. Equation 2, 3 shows the ducted-fan UAV’s total force and total moment equation.

\[ \begin{align*}
\dot{u} &= v - \omega q + (F_x)/m \\
\dot{v} &= \omega p - u q + (F_y)/m \\
\dot{w} &= u q - v p + (F_z)/m \\
\dot{p} &= \{ q r (I_{yy} - I_{zz}) + M_x \}/I_{xx} \\
\dot{q} &= \{ p r (I_{zz} - I_{xx}) + M_y \}/I_{yy} \\
\dot{r} &= \{ p q (I_{xx} - I_{yy}) + M_z \}/I_{zz}
\end{align*} \] (1)

where

\[ \begin{align*}
F_{total} &= F_{fuse} + F_{prop} + F_{duct} + F_{flap} + F_{grav} \\
M_{total} &= M_{fuse} + M_{prop} + M_{duct} + M_{flap} + M_{gyro}
\end{align*} \] (2)

![Figure 1: control flaps sign conventions.](http://www.imavs.org/pdf/imav.2018.23)
The baseline controller of the ducted-fan UAV is based on PID controller which is provided by arducopter. This attitude controller is designed as an angular position and rate cascaded P-PID inner-outer loop structure. Figure 3 shows the control block diagram of the ducted-fan UAV. The inner loop rate command can be defined as
\[
e_p = K_{\phi}(\phi_d - \phi) - \dot{\phi} \\
e_q = K_{\theta}(\theta_d - \theta) - \dot{\theta} \\
e_r = K_{\psi}(\psi_d - \psi) - \dot{\psi}
\]
where \(\phi_d, \theta_d\) and \(\psi_d\) are desired commands, \(e_p, e_q\) and \(e_r\) are the inner loop rate error. \(K_{\phi}, K_{\theta}\) and \(K_{\psi}\) are the proportional gains for the Euler angle error for outer loop. Virtual control inputs which act as aileron, elevator and rudder can be calculated as
\[
u_{ail} = K_{p_{p, d}} e_p + K_{i_{p}} \int e_p d\tau + K_{d_{p}} \frac{de_p}{d\tau} \\
u_{ele} = K_{q_{q, d}} e_q + K_{i_{q}} \int e_q d\tau + K_{d_{q}} \frac{de_q}{d\tau} \\
u_{rud} = K_{r_{r, d}} e_r + K_{i_{r}} \int e_r d\tau + K_{d_{r}} \frac{de_r}{d\tau}
\]
where \(K_{p_{p, d}}, K_{q_{q, d}}, K_{r_{r, d}}\) represents proportional, integral and derivative gains of body angular rate (p,q,r) controller. The ducted-fan UAV’s position controller is designed as P controller. The position error in the inertial frame can be transformed to the body frame position error depending on the current heading angle \(\psi\) as follows.
\[
e_{x_{body}} = e_{x_{in}} \cos \psi + e_{y_{in}} \sin \psi \\
e_{y_{body}} = e_{y_{in}} \cos \psi - e_{x_{in}} \sin \psi
\]
where \((e_{x_{body}}, e_{y_{body}})\) represents the position error in the body coordinate system and \((e_{x_{in}}, e_{y_{in}})\) represents the error in the inertial coordinate system.
2.3 Formation Flight Architecture Design

The physical hardware and connections of the flight system are depicted in Figure 5. The system consists of a control computer, a Wi-Fi router, companion computers (Raspberry Pi3) and ducted-fan UAVs. The GCS calculates the formation flight algorithm on the control computer. After that, UDP communication environment is established through Wi-Fi router [8], and the calculated result is transmitted to the raspberry Pi3 mounted on the ducted-fan UAV. The Wi-Fi router connects the control computer to the UAV’s companion computers which have different IP and port addresses. Further, UAV companion computers also serve to send those directives to the Pixhawk2.1 via the MAVLink. When the user inputs a formation flight mission on the control computer, the companion computer receives information about the mission and current UAV’s flight plan. The flight plan is determined differently according to each UAV, and the corresponding flight plan is transmitted to each Pixhawk2.1. The UAV receives the command and sends information about its current GPS position and attitude status to the companion computer. This UDP communication environment could be constructed through Dronekit-python.

2.4 Dronekit-python framework

Dronekit-python is based on Python which allows developers to create apps that run on a companion computer and communicate with the ArduPilot using a low-latency link [9]. The API communicates with vehicles over ‘MAVProxy’ which is based on MAVLink [10]. It provides programmatic access to a connected vehicles telemetry and state information, and enables both mission management. In this paper, Dronekit-python runs in the control computer for connecting multi UAVs via UDP communication in order to update the UAV’s GPS position data in real time. Figure 6 shows the commands used to connect Dronekit-sitl. It receives data from ‘– master’ and transfers to ‘– out’ IP address.

2.5 ‘Leader-Follower’ formation flight algorithm

The Leader-Follower formation flight is an algorithm that calculates the relative coordinates of Follower UAV based on the position of the Leader UAV and maintains the flight through it. The advantage of this algorithm is that it is easier to construct than other formation flight algorithms because it only needs GPS relative position. Equation 7 represents the relative vector between the Leader UAV positions \(X_L\) and the Follower UAV positions \(X_F\) [11]. We constructed the formation to keep the GPS position and barometer altitude data of each UAV in accordance with Equation 1 to describe the relative position for Leader-UAV and Follower-UAV pair at Figure 7.

\[
S_{L,F} = X_L - X_F = \begin{bmatrix}
\text{latitude}_L - \text{latitude}_F \\
\text{longitude}_L - \text{longitude}_F \\
\text{altitude}_L - \text{altitude}_F 
\end{bmatrix}
\]  

Figure 7: Formation Flight concept drawing.

3 FORMATION FLIGHT SIMULATION

3.1 Simulation Environment

In this part, the Leader-Follower formation flight algorithm written using Dronekit-python is verified via simulations before flight test. The flight simulation model uses the ‘singlecopter’ model provided by ‘Ardupilot’ [12]. This model is the same as the firmware used in actual flight. The GCS uses the commercial GCS ‘Mission Planner’ for UDP communication. The formation flight mission is carried out in the following order.

![Figure 6: Connect dronekit-sitl and MAVProxy.](image-url)
Two UAVs take off to 5m.

'Follower UAV' moves to position according to formation flight algorithm.

It keeps formation flying to the way points.

After arriving at the end point, 'Leader UAV' do Return to launch(RTL).

'Follower UAV' do land at the end point.

In this simulation, the ducted-fan UAV’s attitude controller uses a PID controller same as using for flight test. It is assumed that the attitude control of the UAV is well controlled by PID controller’s gain tuning. The simulation location was selected as the same filed as the flight test location. The formation interval between the 'Leader UAV' and the 'Follower UAV' follows the relative position vector of Equation 8.

\[
S_{L,F} = X_L - X_F = \begin{bmatrix} -0.00007 \\ 0.00007 \\ -2 \end{bmatrix} \quad (8)
\]

3.2 Formation Flight Simulation Results

Figure 9 is the formation flight simulation’s 2D path graph. ● is start point of each UAV, and ○ is destination of each UAV. Follower UAV forms a formation with Leader UAV in order. The Leader UAV returned to launch after it arrived the last point. At this time, the altitude is 15m which is Ardupilot’s default setting values. Figure 10 shows the formation flight simulation’s 3D path. Simulation results in a slight delay when the 'Follower UAV' follows the 'Leader UAV'. This is due to that the GPS position data of the 'Leader UAV' sent in real time and the 'Follower UAV position' is calculated afterwards. Prior to the ducted-fan UAVs formation flight test, we confirm that the current formation flight algorithm is feasible through this simulation.

4 FORMATION FLIGHT TEST

4.1 Formation Flight Test Setup

This section builds a formation flight system environment for using the formation flight simulation code. Figure 11 shows the configuration required for the formation flight tests. This test performs the same tasks, location and dronekit-python code as the simulation. Two ducted-fan UAVs of the same specification are divided into the leader UAV and the follower UAV. The GCS computer runs the 'Mission Planner' and the Dronekit-python computer runs the dronekit code. The connection between the ducted fan UAV and the two computers uses UDP communication using the MAVProxy in the Wi-Fi environment.
4.2 Formation Flight Test Results

Formation flight test is performed with the same procedure as the simulation. Figure 12 shows the second formation flight path. Figure 13-14 illustrate 2D and 3D trajectories comparing the second simulation with the actual flight path. The ‘Leader UAV’ and the ‘Follower UAV’ followed the commands for keeping their formation. When the ‘Leader UAV’ returned to launch, it landed at a position away from the target point when landing. This might be caused by GPS sensor error. As a result of the comparison between the two simulations and the flight test, it is confirmed that similar results were obtained when the flight test is performed within the Wi-Fi communication range.

Table 1 shows the mean distance error in the simulation and flight test for the formation flight command. There is an error of about 20%, which is interpreted to be caused by the GPS sensor error and the transmission delay in real-time position data.

Table 1: Comparing distance

<table>
<thead>
<tr>
<th></th>
<th>CMD</th>
<th>SITL</th>
<th>FLIGHT</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mean distance (m)</td>
<td>10.0995</td>
<td>12.6979</td>
<td>13.8934</td>
</tr>
<tr>
<td>Error (%)</td>
<td>10.6</td>
<td>20.5</td>
<td>27.3</td>
</tr>
</tbody>
</table>

5 Conclusions and Future Work

This paper developed a Leader Follower ducted-fan UAV formation flight algorithm using dronekit-python. In addition, MAVProxy was used to construct formation flight sim-
ulation and flight test environment. After that, the simulation was performed and compared with the flight test. In the future, we will supplement the algorithm to reduce the GPS data delay, increase the response rate of the follower, and conduct formation flight tests with number of ducted-fan UAVs.
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